Developing a Document Scanning App

Summary

In this chapter, we saw how we could use multiple computer vision algorithms to

perform a bigger task and implemented a system similar to Microsoft's Office Lens.

This algorithm can be extended and made better using better segmentation and
corner detection algorithms. Also, once you have the page in the resulting image,
you can apply machine learning algorithms to detect the text on the page.
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